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Abstract. Real financial transactions take place on a consecutive real-time serialization. They are carried out as dynamic transaction chains along with various related systems rather than with just one system. This paper suggests a process that generates a test case for the verification of such consecutive real-time transaction system. The suggested process generates a test case through mechanism applied with UML and ECA (Event/Condition/Action) rules. Through analyzing transactions, we generate UML modeling, then maps UML with ECA rules, which creates an ECA-decision table. A test scenario is generated with this table. That is, the test scenario is modeled from an ECA diagram based on the consecutive transaction chains, which generate a test case.
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1 Introduction

VAN companies are intermediates that connect affiliates using settlement systems with card companies as well as other various financial institutions. As for credit card settlement systems, credit card terminals, VAN (Value Added Network) companies, and card companies are interconnected [1,2]. Credit card settlement systems were followed by various settlement models such as transaction approvals via telephone wires and terminals, POS systems, and HOST servers [3,4,5].

Based on various settlement models, VAN companies’ systems have become more complex. Also, the structure requires the acceptance of all requests from affiliates and financial institutions, resulting in frequent maintenance and repairs of the system [6]. As the number of system change increases, there are more tests on such systems. As for the testing by VAN companies, developers used to play a role of such testers. While a test case shall be provided in consideration of the relations between new requirements and the existing system, there is no systematic way for the preparation of test cases. Reliability of testing depends on the different maturity level with developer’s capacity and experiences. Therefore, such a test case depends a lot on the tester’s capacity.

This paper suggests a test case generation model to verify real-time transactions that occur in the VAN (Value Added Network) environment. The suggested process
generates a test case by applying UML modeling and ECA (Event, Condition Action) rules. In order to generate a test case, real time transactions are analyzed and modeled UML and ECA diagrams, then generated test scenarios. With the test scenarios, we can generate test cases.

This paper consists of the following. Chapter 2 explains a related study. Chapter 3 explains about real-time transactions and suggests a method to generate a test case. Chapter 4 provides conclusions and tasks to be studied in the future.

2 Related Work

The Cause-Effect Graphing technique provides systemic methods to develop a statement prepared in a natural language into a decision table [7]. In the cause-effect graphing technique, it is selected a set of test cases in consideration of causes that have logical relations with effects for a test. This test can take place in the following order.

1. Every requirement is identified.
2. The requirements are analyzed for the identification of every cause and effect to assign a unique number to each cause-effect set.
3. Based on the analysis of requirements, a graph connected causes with effects is provided.
4. The graph is converted into a decision table.
5. Each row in the decision table is selected as a test case for testing.

Decision Table Testing is to describe all movements related to decisions, conditions, and processes required in the process and to prepare for a decision table that displays a movement occurring based on the combination of each decision and condition, which is an effective technique to find errors embedded in the materialization or statement[8]. Each row of the table consisting of combinations between the remaining decisions and actions are selected as a test case.

Finite-State Testing is to test the models of finite states, that is, behaviors of a system [9]. Input and output of every state are identified. The state table includes input combinations of all states and checks whether it can be reached or not before testing. In the finite-state testing stage, a state graph is prepared and converted a state table. Only those that can reach the state based on one specific state are selected like test scenarios (or paths) for testing.

3 Validation Process for Real-Time Transactions

Figure 1 is a process to generate a test case for real-time transaction chains. A use case is modeled based on the path, action and conditions for transactions acquired from analysis. The use case scenario based on the use case modeling is modeled through a sequence diagram. This diagram generates a table that decides ECA (Event, Condition, Action) and an ECA diagram.
Figure 1. Process to generate test cases for real-time transactions

Figure 2 is a process to analyze a simple transaction. Unit transactions, T1 (ACTOR), T2 (A), and T3 (B) are defined while unit transaction chain is organized. The transaction is analyzed based on dynamic diagram modeling of transaction chains. In order for T1 to be committed, T2 transaction is committed. In order for T2 transaction to be committed, T3 transaction shall be committed.

<table>
<thead>
<tr>
<th>T1</th>
<th>T2</th>
<th>T3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actor</td>
<td>A</td>
<td>B</td>
</tr>
</tbody>
</table>

[Transaction chain: T1→T2→T3→T2→T1]

Figure 2. Analysis of consecutive real-time transactions

Figure 3 shows the UML modeling of a transaction in Figure 2. A sequence diagram generated in the UML modeling can be expressed with an ECA rules. The objects that are organized in a sequence diagram are mapped to the unit transaction with an ECA rules in the ECA decision table. Through mapping Event/Condition/Action on messages between objects, and also assigning the number on them, this information is applied in the ECA decision table, respectively.
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Table 1 is an ECA table with an expression of the sequence diagram. Actor’s message numbers, 1(E1) and 7(A5) are applied to Event and Action of the unit transaction Actor. A’s message numbers, 2(C1), 3(A1), and 6(A4) are applied to Condition and Action of unit transaction A. B’s message numbers, 4(A2) and 5(A3) are applied to Action of unit transaction B. Figure 4 is an ECA transaction diagram. Table 1 represents based on the modeling of Figure 4.
Table 2. Test scenario of consecutive real-time transactions

<table>
<thead>
<tr>
<th>Transaction</th>
<th>Test scenario</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actor</td>
<td>1- E1 is committed. A commits A4. 7- A5 committed (Actor commit)</td>
</tr>
<tr>
<td>A</td>
<td>Actor commits E1 (condition for starting) 2- C1 committed. 3- A1 committed. B commits A3. 6- A4is committed (A commit)</td>
</tr>
<tr>
<td>B</td>
<td>A commits A1 (condition for starting) 4- A2 committed. 5- A3 committed (B commit)</td>
</tr>
</tbody>
</table>

Table 2 is a test scenario organized based on the combination with the sequence diagram in Figure 3 and the decision table in Table 2. Unit transactions of the decision table are applied to the transactions in Table 2 while Event, Condition, and Action of each unit transaction are applied to the test scenario. Messages pertaining to Event, Condition, and Action in the ECA decision table are represented from the sequence diagram for a test scenario. Figure 5 is a test case generated based on the combination with the ECA transaction diagram and the test scenario in Table 2. The ECA based Test Cases consist of the subject transaction, test case ID, conditions for starting, Action, and expected results.

<table>
<thead>
<tr>
<th>Subject transaction</th>
<th>Test case</th>
<th>Conditions for starting</th>
<th>Action</th>
<th>Expected result</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actor</td>
<td>TC1</td>
<td>-</td>
<td>E1</td>
<td>A begin</td>
</tr>
<tr>
<td>Actor</td>
<td>TC2</td>
<td>-</td>
<td>A5</td>
<td>Actor commit</td>
</tr>
<tr>
<td>A</td>
<td>TC3</td>
<td>E1</td>
<td>C1</td>
<td>A1</td>
</tr>
<tr>
<td>A</td>
<td>TC4</td>
<td>C1</td>
<td>A1</td>
<td>A2</td>
</tr>
<tr>
<td>A</td>
<td>TC5</td>
<td>B commit</td>
<td>A4 execution</td>
<td>A Commit</td>
</tr>
<tr>
<td>B</td>
<td>TC6</td>
<td>A1</td>
<td>A2</td>
<td>A3</td>
</tr>
<tr>
<td>B</td>
<td>TC7</td>
<td>A2</td>
<td>A3</td>
<td>B commit</td>
</tr>
</tbody>
</table>

Fig. 5. ECA-based Test Case

Transactions of the test scenarios are applied to the subject transactions while the actions prior to those to be conducted are applied as for conditions to start. The actions following those to be conducted are applied for the expected results.
4 Examples of Application

As a case study, the application is for point card transactions that occur in the VAN environment. There are four transactions such as point view, point collection, point use, and point cancellation. As for the application to “point card” transactions, the information on test cards and test affiliates is necessary. For this, hypothetical test card numbers and affiliate numbers are to be set up. A real test case is generated based on this.

5 Conclusion

A functional test in real time transaction chains take place based on the statements of requirements. A test case is mainly based on functional requirement. As most companies in real time transaction environments do not have any methods to generate test cases, they prepare with this testing based on their accumulated experiences. In this paper, we suggest validation process to test consecutive real-time transactions from transaction analysis. The suggested process generates UML modeling and ECA (Event, Condition Action) rules, and makes ECA decision table. With sequence diagram and ECA decision table, we can generate test scenarios, and then extracts test cases through dynamic transaction analysis. We still research on test cases about parallel transactions.
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