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Abstract

In the current software project, it is still very difficult to extract and define clear requirements in the 

requirement engineering. Informal requirements documents based on natural language can be interpreted in 

different meanings depending on the degree of understanding or maturity level of the requirements analyst. Also,

Furthermore, as the project progresses, requirements continue to change from the customer. This change in 

requirements is a catastrophic failure from a management perspective in software projects. In the situation of 

frequent requirements changes, a current issue of requirements engineering area is how to make clear

requirements with unclear and ambigous requirements. To solve this problem, we propose to extract and redefine 

clear requirements by incorporating Design Thinking methodologies into requirements engineering. We expect 

to have higher possibilities to improve software quality by redefining requirements that are ambiously and 

unclearly defined.
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1. Introduction

The whole world is now facing an unprecedented major transformation since the Industrial Revolution. With 

the development of computer technology and Internet technology, the size of the industry has grown and 

diversified, and many studies have been conducted to produce high-level software quickly and accurately. As 

software quality advancement is required along with a variety of software types, analysis, and design of 

requirements in software development projects are critical factors to make or break software projects

[1]. Because software development processes analyze requirements, design software based on analyzed 

information, and implement based on design, each step of the process is deeply related to each other.

Requirement analysis is the task of specifying and organizing what type of software will be created from 

customers and how it functions and has a huge impact on the entire software development process, such as 

design, development, and testing after analysis. However, because customers are not usually developers, they 
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often describe the software from the perspective of the average person rather than speaking in the language of 

the developer. In many cases, the meaning of the requirements is unclear. This enables requirement analysts 

and those participating in the development to interpret different meanings rather than those meanings of the 

customer’s requirements [2]. In addition, when a requirement analyst analyzes the requirements in the natural 

language of the ordering entity, the analysis of the requirements may vary depending on the analyst's 

experience and abilities. To address these issues, we propose a way to apply design-thinking mechanisms to 

better analyze natural language requirements where the meaning of the requirements is inaccurate by applying 

them to software development processes. In Gary E. Mogyorodi's paper, removing ambiguity of the 

requirements clarifies the specification of the requirement, and it soon appears to improve the quality of the 

requirement [3]. 

To address these issues, we propose a method to apply design-thinking mechanisms to software development 

processes to clearly analyze requirements in natural language requirements. This paper is a research to simplify 

the requirement ambiguity using design-thinking mechanisms to enhance the clarity of the requirements and 

thereby improve the quality of the requirements. We expect to improve the accuracy of the design based on 

the improved requirements through this method and also improve the quality of the software.

This paper is organized in the following order. Section 2 refers to software development life cycles and the 

requirement engineering as related studies and introduces design thinking mechanisms. Section 3 introduces 

the definition of an unclear requirement and refers to how to improve the requirement specifications. Section

4 applies the proposed method through case studies, and section 5 remarks future research directions with 

conclusions.

2. Related Studies

2.1 Design Thinking

Design Thinking(DT) is a "thinking process" for designers to produce end-products [4]. DT helps creative 

thinking through the following processes. It includes steps as follows. Empathize - Define - Idea - Prototype -

Test. There are many methodologies to carry out the process, such as AEIOU, 5W1H, etc. Moreover, design 

thinking is a very useful technique for solving problems by redefining unclear and unknown problems [5]. 

Each step in DT does not always have to be sequential, it can occur in parallel, and each step can be repeatedly 

performed [4]. That is, each step should not be understood as a hierarchical or step-by-step process.

2.2 Software development life cycle and requirements engineering

The software development life cycle is a term that refers to the software development process applying 
engineering techniques in a software project and represents the overall process of software development. The 
software development life cycle consists of requirements analysis - design - implementation - verification -
operation [6].

Requirements engineering is an important factor in the success of a software project, and the larger the size 

of the software project, the greater the effect [1]. Requirements engineering refers to the process of defining 

requirements by applying the engineering design process and managing the requirements by documenting them. 

Requirements engineering consists of following steps:  requirements elicitation - requirement analysis -

system modeling - requirements specification - verification - management.

The requirements elicitation stage refers to the process of inquiring about the requirements for the software 

product to be developed by meeting the stakeholders of the project, customers, and the developer [1]. In this 

stage, requirements analysts usually extract requirements based on product user behavior [7]. In the 
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requirements analysis step, the client, developer, and stakeholders identify and define requirements based on 

the elicited requirements. The requirements analysts then document the defined requirements and model the 

system based on them. In the requirements verification stage, based on the documented content, the 

requirements specification is completed by verifying that all requirements are consistent and satisfy the 

requirements of stakeholders.

Figure 1. Requirement Engineering Process

3. Enhancing the quality of unclear requirement specifications

A software project starts with figuring out what the customer wants. In order to introduce a way to improve 
an unclear requirement, a definition of what an unclear requirement should be preceded. Definitions of these
requirements are as follows:

B. Davey remarks on his paper “Unclear requirements arise in various forms with various reasons such as, 
Incomplete requirements, Incomplete domain knowledge, Overlooking tacit assumptions, Ill-defined system 
boundaries, Ambiguous requirements, Un-testable terms, etc.” [8]. 

In our paper, we focus on improving the problem of ill-defined system boundaries and ambiguous 
requirements. When the requirements of customers and various stakeholders are extracted, requirements 
analysts and developers begin to analyze the requirements together. The proposed steps is as follows: 

Step 1. Requirement Analysis by Breaking Requirement Sentence by Sentence.

First, we divide the Natural Language Requirements (NLRs) into sentence units. And then, Analyzing the 
requirements of each sentence unit through the empathy technique of Design Thinking(DT). Those 
requirements are classified into five different categories by applying the AEIOU technique, which is often 

used in the empathy stage of DT. Figure 2 shows a rule of classification of a sentence unit. ‘A’ is an 

abbreviation for Activity and is classified as the main verb of the sentence. ‘E’ is an abbreviation for 
Environment and represents the ‘environment’ in which the requirements are performed. The environment 
mainly represents the conditions in which the function of the requirement (mainly the Activity) occurs. ‘I’ is 
an abbreviation for Interactions and represents the part where User and Object interact. ‘O’ is an abbreviation 
of Objects and represents all noun objects except User in the requirements. Object mainly represents the 
product to be made. ‘U’ is an abbreviation for Users, and it represents the user of the software or the subject 
of interaction with the object in the requirements. Usually, the subject of a sentence is classified as user. As 

Figure 2. AEIOU mapping rule for classification
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shown in Figure 2 above, the sentences divided according to each category are classified and mapped in the 
natural language requirements using the ‘AEIOU technique’

Step 2. One sentence has one meaning by using 5W1H

When the requirements are processed through the AEIOU technique in Step 1, the extracted requirements 
information is put back together to redefine the sentence. The sentences redefined through this method become 
semantically clearer than natural language sentences [10]. The word ‘clear’ in a sentence means that “one 
sentence should convey only one meaning, avoiding expressions that can be interpreted in many ways” [11].
Moreover, this redefined requirement was a result of elimination of requirement factors that doesn’t affect the 
requirement specification. Therefore, the requirements that are redefined through the proposed rule are more 
semantically clear than original requirements when they are listed in natural language form.

Step 3. System design from enhanced requirements specification

In step 3, requirements modeling is performed using use case technique, which is one of the requirements 
engineering management techniques. Use-case diagram is well-known high-level system design techniques. 
Actors in Use-case diagram are human being that use or participate the case scenarios in the diagram[12]. 
In this step, we represent Use-case Diagram based on the Actor, Object, and Interaction information that are

extracted from the previous step. This diagram combines Activity and Object to create Use-case scenario, and
the user that is interacting with Scenario is the Actor, and the Interaction is mapped with arrows. Use-case 
Diagram intuitively demonstrates the functionality of the software and indicates the interaction of the software 
with the user [13]. Such methods represent the requirements as Use-case Diagram based on element-by-
element information and design from the requirements redefined by 5W1H, thus improving the clarity of the 
design over those designed directly from the requirements without mapping with the analysis method proposed 
in this paper. Figure 4 shows how extracted elements are mapping on use-diagram. An actor represents a user 
and activities represent main verbs of the requirements. Lastly, an arrow between activity and actor represents 
the interaction.

Step 4. Abstract Design class with sequence diagram

Sequence diagrams show how functions are performed based on 'actor' sequentially. The sequence diagrams 
not only show in what order the functions perform, but also show the flow of data when performing the 
functions. As we show on figure 5, it contains actors, and objects. Those arrow shows messages or data flow 

Figure 3. Requirement Classification

Figure 4. Use-Case Diagram for System Design
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between actor and object or an object and another objects. Even though it is not necessary to have return value, 
it has enough to say that those objects and actor interact.

4. Case study

We illustrate the proposed mechanism with the example of a smart door system [11]. We apply the proposed 
method to this example to show how it actually works with real-time example. Figure 6 illustrates a big chunk 
of requirements that is written in natural Language

Step 1. Requirement Analysis by Breaking Requirement Sentence by Sentence

As we proposed above, we divide the NLR into sentence units. And then, Analyzing the requirements of each
sentence unit through AEIOU technique to classify the sentence. Figure 7 shows an example that applies to 
NLR of Smart door lock. 

The door lock device that our company wants must be simple to be installed on various types of doors. Door lock must include 

following functions: lock, unlock, and warn. I want a device that only designated members can open through the device and easily 

open to young customers. When the door is closed, the device locks the door. Only certain members, mainly family members, can 

open the door through the device. Children and the elderly who are family members also want a device that can be easily opened. 

The unlock function can be unlocked using a password, IC card, or iris. When the user goes to the door, it must recognize the 

iris information of the user and unlock it. In addition, when an intruder attempts to open the door forcibly, it is recommended that 

the door be protected by a security system such as an warn device. When an intruder attempts to open the door by force, an alarm 

sound and the security system is activated. It would also be nice if the lock could be easily opened without additional tools. When 

an intruder tries to unlock the smart door lock forcibly (when a physical shock is applied to the smart door lock or when the smart 

door is destroyed), report it to the registered police office in the door lock (the registered police office should be nearby the 

location).

Figure 5. Message Sequence Diagram

Figure 6. NLR of Smart Door Lock 

Figure 7. Classify sentence unit factor by AEIOU method.
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We can check Figure 8 for more detail what happens in one sentence unit. First, we took ‘Warn’ as an Activity. 
It is because warn is the main verb of the sentence. E is situational phase or clause. So, I took ‘when an intruder 
attempts to break the smart door lock’ as ‘E’ of the sentence. The sentence represents the conditions in which 
the function of the requirement occurs. We took ‘to break the smart door lock’ as ‘I’ of the sentence. It
represents the part where Intruder(User) and Object (The device) interact. ‘O’ is obviously the device. It
represents a noun objects except User in the sentence. Object mainly represents the product to be made which 
is the device in this sentence. Finally, we took ‘Intruder’ as ‘U’ of the sentence. It is a user that tries to break 
the device which is ‘O’ of the sentence. 

Step 2. Redefine requirements with DT technique

Once the requirements are categorized into AEIOUs, they are divided into each element. According to the
proposed method above, the requirement sentence is redefined by the requirement redefine rule. 

In figure 9, the object, the device, was the subject of the sentence and placed 'Warn' in the main verb position 
as activity. In order to explain the subject's situation (condition), User placed the device's interaction in the 
environment prior to the subject. Then, Intruder(User) + Attempt to break(Interaction) + the smart door 
lock(which is equal to the device) becomes an environment (condition) of the requirement sentence. The form 
of the redefine rule consists of the main topic after condition of the sentence. When condition tells the 
environment of the requirement, it specifies certain situation that is non-negotiable for the device.

Figure 9. Redefine an example of Smart Door Lock Requirements 

using DT(5W1H)

Figure 8. One sentence analysis by AEIOU method.
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Step 3. System design from enhanced requirements specification

As we mentioned above, in step 3, requirements modeling is performed using use case technique. Figure 10 
shows use-case diagram for Smart Door Lock System. We put actors from users so that members and intruder 
become actors of the system. And then we put ‘arrows’ between actors and use-case scenarios. It represents 
interaction between activities and users.

Step 4. Abstract Design with Sequence Diagram

After creating a use case diagram, we learn what functions the system performs. Then we can use sequence 
diagrams to make abstract designs on how to interact between Actor and Use-case scenarios. When writing a 
sequence diagram, one pays attention to the movement of information. Figure 11. Show part of the activities 
of the smart door lock. When the user, intruder, gives an input to the device, the device check the information 
that user provides for next actions by the confirmation process via database. Because we know clear 
information who is user or not and what massage brings, we can know how to design the functions of device 
clearly.

5. Conclusion

This paper is a research for redefining ambiguous and unclear requirements by applying design-thinking 
methodologies to minimize ambiguity in the requirements to improve the quality of the requirements. Also, 
we expect to minimize the gap between customers, requirement analysts, and developers on understanding of 
the software product. Furthermore, we expect to improve software quality by semantically clarifying the 
requirements through the proposed method. In the future, we will conduct research to supplement the limited 
parts of the proposed methods and automate them as a tool.

Figure 11. Message Sequence Diagram

Figure 10. Use-case Diagram for A Smart Door Lock System using 

DT(5W1H)
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